**History Of JavaScript/ECMA script/Live script**

JavaScript was **invented by Brendan Eich in 1995**. It was developed for Netscape 2, and became the ECMA-262 standard in 1997. After Netscape handed JavaScript over to ECMA, the Mozilla foundation continued to develop JavaScript for the Firefox browser. Mozilla's latest version was 1.8

"JavaScript" is a trademark of **Oracle Corporation** in the United States.

JavaScript is a cross-platform, object-oriented scripting language used to make webpages interactive (e.g., having complex animations, clickable buttons, popup menus, etc.). There are also more advanced server side versions of JavaScript such as Node.js, which allow you to add more functionality to a website than downloading files (such as realtime collaboration between multiple computers). Inside a host environment (for example, a web browser), JavaScript can be connected to the objects of its environment to provide programmatic control over them.

This means that in the browser, JavaScript can change the way the webpage (DOM) looks. And, likewise, Node.js JavaScript on the server can respond to custom requests sent by code executed in the browser.

**What is binary and assembly level language?**

The major difference between machine language and assembly language is that **machine language is referred to as a binary language**. It can be run on a computer directly. While an assembly language is a low-level programming language that must be converted into machine code using software called an assembler.

The most commonly used assembly languages include ARM, MIPS, and x86.

**Translators**

Translators are used to translate assembly level and high level language into Machine level language.

* Assemblers.
* Interpreter.
* Compiler.

**How JavaScript is executed in Browsers without any interpreter?**

Since, In every browser there will be a inbuilt JavaScript Engine we can JavaScript in browsers

Ex: Chrome -V 8, InternetExplorer-chatra.

**Important Points:**

JS is a Case Sensitive language.

JS is a loosely typed language.

JS is a scripting language.

JS is a Interpreted language.

JS is a Object-oriented/Object Based Programming language.

**How to declare a variable in JS?**

We can declare variable by using keywords like var,let,const.

**var:**

if we are using var we can redeclare and reinitialize the variable.

Ex: var a=10 **✓**

var a= 20 **✓** ☓

**let:**

if we are using let we cannot redeclare but we can reinitialize the variable.

Ex: let a=10 **✓**

let a= 20 ☓

a=30 **✓**

**const:**

if we are using const we cannot redeclare /reinitialize the variable.

Ex: let a=10 **✓**

let a= 20 ☓

a=30 ☓

**DataTypes In JavaScript:**

**Primitive datatype:**

String: It is one of the datatype We can specify by using ‘’ /” ” .

Boolean: true/false.

Number:

Undefined: whenever we didn’t declare /initialize the variable.

Null:

**Non Primitive datatype:**

Arrays:

Object:

Functions:

**Example**

var a=" Nithish"

var a="jagadeesh"//we can redeclare and reintialize

let b=56

    b=66 // we cannot declare again but we can reintialize

const c=true // we cannot reintialize and redeclare

var e=null

console.log(typeof(a)) //this will reflect in console(developer side)//String

document.write("nithish")//this will reflect on webpages(client side)

console.log(typeof(b))//number

console.log(typeof(c))//boolean

console.log(typeof(d))//undefined

console.log(typeof(e))//object

**Functions in JavaScript:**

**typeof(variable/data):** it will return the datatype.

Ex:var a=”nithi”

Console.log( typeof(a)) //string

**How to change the datatype explicitely?**

var a=10

console.log(typeof(String(a))) //string

**Difference between document.write and console.log**

**document.write:** it is reflected in webpage(client side).

**console.log:** it is reflected in a console window(developer side).

**Inline Embedded javascript v/s external javascript.**

JavaScript code that is embedded with an HTML document is referred to as inline JavaScript. On the other hand, the HTML document may refer to a separate file that contains the JavaScript program(.js file), in which case codit is referred to as external JavaScript.

**Internal execution:**

<html lang="en">

<head>

    <title>Nithish</title>

</head>

<body>

    <Script>document.write("kk")</Script>

</body>

</html>

**External execution:**

<html lang="en">

<head>

    <title>Nithish</title>

</head>

<body>

    <Script src="./Demo.js"></Script>

</body>

</html>

**Demo.js (External Javascript file)**

var a=" ";

console.log(typeof(a))

document.write("nithish")

**JavaScript libraries:**

Libraries are developed by JS developers which contains reusable functons and reusable code .

By using JS libraries we can achieve codeOptimization.

**Ex:**Bootsrap,JQuery,Load# etc..,

**Javascript Frameworks:**

* **Node JS** ------ for developing webapplication.
* **React JS** ------ for developing webapplication.
* **React Native** ------ for developing client- server application.
* **Angular JS** ------ for developing single page web application(gmail,map).
* **Electron JS** ------ for developing stand-alone application.
* **Tensor flow** ----- for developing Artificial intelligence and machine learning application.

**Conditional statements**

1. if .
2. if else.
3. else if ladder.
4. switch.

**1.if statement:** whenever the given condition is true then,if block will execute.

var pageTitle="Doctors-Dashboard"

if(pageTitle==="Doctors-Dashboard")

console.log("Dashboard page is displayed")

**2.if else statement:** whenever the given condition is true then,if block will execute otherwise else block will executes.

var pageTitle="Doctors-Dashboard"

if(pageTitle==="Doctors-Dashboard")

console.log("Dashboard page is displayed")

else

console.log("Dashboard page is not displayed")

**3.else if statement:** whenever the given condition is true then, that respective block will executes otherwise else block will executes.

var pageTitle="Doctors-login"

if(pageTitle==="Doctors-login")

console.log("Still in Home page,not navigated")

else if(pageTitle==="Doctors-Dashboard")

console.log("Dashboard page is displayed")

else

console.log("Dashboard page is not displayed")

**4.switch statement:** Here it will search for the particular value in case block ,then that particular will executes if there is no matching case block then default block will executes.

var Dashboardname="Admin-dashboard"

switch(Dashboardname){

    case "Doctors-dashboard":console.log("Doctors-dashboard is displayed")

    break

    case "Admin-dashboard":console.log("admin-dashboard is displayed")

    break

    case "Patient-dashboard":console.log("Doctors-dashboard is displayed")

    break

     default: console.log("invalid page")

}

**Loops :**

1. for. 🡪 (to prints everything even it is undefined)
2. while.
3. do while.
4. for in🡪 (it will skip index of unassigned/undefined value)
5. for of🡪(to prints everything even it is undefined)
6. forEach( ) 🡪(it will skip unassigned/undefined value)

**1.for loop:**  Entry controlled loop ,Before executing statements itself its checking for condition.

In for loop if we wan to make infinite loop we no need to specify condition,only 2 semi-colon(;) is mandatory.

var doc=["nithish",121,"sathish",122,"suresh",123,"mahesh",124]

for (let index = 0; index < doc.length; index++) {

    if(doc[index]==="mahesh"){

    console.log("Doctor's profile has been added successfully and his id is "+doc[++index] )

    var flag =true

    break;

    }

    index++;

}

if(flag ==false)

console.log("doctor profile is not added")

**2.while loop:** Entry controlled loop ,Before executing statements itself its checking for condition. Here providing condition is mandatory.

var doc=["nithish",121,"sathish",122,"suresh",123,"mahesh",124]

var index=0

while(index < doc.length){

    if(doc[index]==="mahesh"){

        console.log("Doctor's profile has been added successfullyand his id is "+doc[++index] )

        var flag=true

        }

       index= index+2

    }

    if(flag ==false)

    console.log("doctor profile is not added")

**3.do while loop:** Exit controlled loop, it will executes once before checking for condition.

var doc=["nithish",121,"sathish",122,"suresh",123,"mahesh",124]

var index=0

do {

    if(doc[index]==="mahesh"){

        console.log("Doctor's profile has been added successfully and his id is"+doc[++index])

        var flag=true

        break;

        }

index=index+2

} while (index < doc.length);

if(flag==false)

console.log("doctor profile is not added")

**4.for in loop:** JS developers developed this loop in such a way that, it should iterates an array from 0th index to array.Length based on index value .

var doc= new Array("nithish","sathish","suresh","mahesh")

for (const index in doc) {

    console.log(index+ "--->"+doc[index])

    if(doc[index]==="mahesh"){

        console.log("Doctor's profile has been added successfully ")

        var flag=true

        break;

        }

    }

    if(flag==false)

    console.log("doctor profile is not added")

**5.for of loop:** JS developers developed this loop in such a way that, it should iterates one by one value from an array from 0th index to array.Length directly .

var doc=["nithish",121,"sathish",122,"suresh",123,"mahesh",124]

for (const names of doc) {

    if(names==="mahesh"){

        console.log("Doctor's profile has been added successfully")

        var flag=true

        break;

        }

    }

    if(flag==false)

    console.log("doctor profile is not added")

**6.forEach() :** It is an predefined method of Array By using array reference we are calling this method by passing callback function which takes three argumments (value,index,array) as a parameter .

**Functions :**

1. Standard function/function declaration.
2. Function expression.
3. Immediate invoke functions.
4. Arrow functions.

**1.Standard function/function declaration:**

**function doc(name){**

**console.log("doctor name is "+name);**

**}**

**2. Function Expression:**

**var doc=function (name){**

**console.log("doctor name is "+name);**

**}**

**3. Immediate invoke function:**

**(function (name){**

**console.log("doctor name is "+name);**

**})(“nithish”)**

This function invoke immediately once after declared.

**Avoid polluting the global namespace.**

Because our application could include many functions and global variables from different source files, it's important to limit the number of global variables. If we have some initiation code that we don't need to use again, we could use the IIFE pattern. As we will not reuse the code again, using IIFE in this case is better than using a function declaration or a function expression.

**4. Arrow function:**

**a) Var doc= (name)=>{console.log("doctor name is "+name)**

**console.log("Hi”)**

**}**

**b) Var doc= (name)=>console.log("doctor name is "+name)// if it is single statement then, no need of braces and no need of using return keyword for single return statement.**

**Difference between function declaration and function expression:**

|  |  |
| --- | --- |
| **Function declaration:**  **doc("nithish")//we can call it before also**  **function doc(name){**  **console.log("doctor name is "+name);**  **}**  **doc("sathish")** | **Function expression:**  **//doc("nithish") if we call it before it will through error i.e. doc is not a function**  **var doc=function (name){**  **console.log("doctor name is "+name);**  **}**  **doc("nithish")** |

**Callback Functions:** Calling one function inside another function is known as callback functions.

function doctor(dname,pname,operation){

    console.log (dname+'is added successfully')

    operation(pname)

}

function patient(pname){

    console.log (pname+' is admitted successfully')

}

doctor("nithish","vinod",patient)

Output

nithishis added successfully

vinod is admitted successfully

**Closure Property:**

Hiding /closing accessibility of an variable outside the functions.

Or

A closure can be defined as a JavaScript feature in which the inner function has access to the outer function variable. In [JavaScript](https://www.javatpoint.com/javascript-tutorial), every time a closure is created with the creation of a function.

The closure has three scope chains listed as follows:

* Access to its own scope.
* Access to the variables of the outer function.
* Access to the global variables.

**Example:** (Access to the variables of the outer function.)

**function fun()**

**{**

**var a = 4; // 'a' is the local variable, created by the fun()**

**function innerfun(b) // the innerfun() is the inner function, or a closure**

**{**

**return a\*b;**

**}**

**return innerfun;**

**}**

**var output = fun();**

**document.write(output(5)); // 20**

**Explination:** Whenever we declare variable inside a functions, it belongs to function scope itself whether it is var,let,const anyting.but we can access variable from global scope inside the functions.

Whenever we declare variable inside a block, it belongs to that scope itself when they declare with let and const keyword but var is gloabally accessible .but we can access variable from global scope inside the blocks.

|  |  |
| --- | --- |
| **Functions** | **Blocks** |
| **var a = 10;**  **let b=20;**  **const c=30;**  **function add( ) {**  **var x = 2;**  **let y=2;**  **const z=3;**  **console.log(a);//10**  **console.log(b)//20**  **console.log(c);//30**  **console.log(x);//2**  **console.log(y)//2**  **console.log(z);//3**  **}**  **console.log(a);//10**  **console.log(b)//20**  **console.log(c);//30**  **console.log(x);//undefined**  **console.log(y)//undefined**  **console.log(x);//undefined** | **var a = 2;**  **let b=2;**  **const c=3;**  **if (Math.random() > 0.5) {**  **var x = 1;**  **let y=2;**  **const z=3;**  **console.log(a);//10**  **console.log(b)//20**  **console.log(c);//30**  **console.log(x);//2**  **console.log(y)//2**  **console.log(z);//3**  **} else {**  **var x = 2;**  **let y=2;**  **const z=3;**  **}**  **console.log(a);//10**  **console.log(b)//20**  **console.log(c);//30**  **console.log(x);//2 ,since it is var we can access**  **console.log(y)//undefined**  **console.log(x);//undefined** |

**Note:**Variables created without a declaration keyword (var, let, or const) are always global, even if they are created inside a function.

A **closure** is the combination of a function bundled together (enclosed) with references to its surrounding state (the **lexical environment**). In other words, a closure gives you access to an outer function's scope from an inner function. In JavaScript, closures are created every time a function is created, at function creation time.

**Object :**

A javaScript object is an entity having state and behavior (properties and method). For example: car, pen, bike, chair, glass, keyboard, monitor etc. JavaScript is an object-based language. Everything is an object in JavaScript.

**In JavaScript, almost "everything" is an object.**

* Booleans can be objects (if defined with the new keyword)
* Numbers can be objects (if defined with the new keyword)
* Strings can be objects (if defined with the new keyword)
* Dates are always objects
* Maths are always objects
* Regular expressions are always objects
* Arrays are always objects
* Functions are always objects
* Objects are always objects

All JavaScript values, except primitives, are objects.

**JavaScript Primitives**

A primitive value is a value that has no properties or methods.

3.14 is a primitive value

A primitive data type is data that has a primitive value.

JavaScript defines 7 types of primitive data types:

**Examples**

* **string**
* **number**
* **boolean**
* **null**
* **undefined**
* **symbol**
* **bigint**

**Immutable**

Primitive values are immutable (they are hardcoded and cannot be changed).

if x = 3.14, you can change the value of x, but you cannot change the value of 3.14.

**Objects are Variables**

JavaScript variables can contain single values:

Example

let person = "John Doe";

JavaScript variables can also contain many values.

Objects are variables too. But objects can contain many values.

Object values are written as **name : value** pairs (name and value separated by a colon).

**Example**

**const person = {firstName:"John", lastName:"Doe", age:50, eyeColor:"blue"};**

A JavaScript object is a collection of **named values**

It is a common practice to declare objects with the const keyword.

1. **Using object literals:**

Literals are smaller and simpler ways to define objects.We simple define the property and values inside curly braces as shown below:

|  |
| --- |
| **//creating js objects with object literal**  **let car = {**  **name : 'GT',**  **maker : 'BMW',**  **engine : '1998cc'**  **start : function(){**  **console.log('Starting the engine...');**  **};**  **//property accessor**  **console.log(car.name); //dot notation**  **console.log(car['maker']); //bracket notation**  **car.start();//invoking fnction**  **To add new Property**  **Car.stop= function(){**  **console.log('Stopping the engine...');**  **};**  **Car.stop()// Stopping the engine...**  **To modify Property**  **Car.stop= function(){**  **console.log('switchoff the engine...');**  **};**  **Car.stop()//switchoff the engine...**  **To delete Property**  **delete Car.stop**  **Car.stop()//undefined** |

1. **Creating object with a constructor:**

One of the easiest ways to instantiate an object in JavaScript. Constructor is nothing but a function and with help of new keyword, constructor function allows to create multiple objects of same flavor as shown below:

|  |  |
| --- | --- |
| **//simple function**  **function vehicle(name,maker,engine){**  **this.name = name;**  **this.maker = maker;**  **this.engine = engine;**  **}**  **//new keyword to create an object**  **let car  = new vehicle('GT','BMW','1998cc');**  **//property accessors**  **console.log(car.name);**  **console.log(car.maker);**  **console.log(car['engine']);**   1. **Using new Keyword:**   By using new Keyword we can create object.  **var doctor= new Object()**  **doctor.name="nithish"**  **doctor.age=25**  **doctor.patient=()=>"vinod is a patient"**  **console.log(doctor.patient());**  **console.log(doctor.age);**   1. **Using es6 classes:**   ES6 supports class concept like any other Statically typed or object oriented language. So, object can be created out of a class in javascript as well as shown below:   |  | | --- | | **class Vehicle {**  **constructor(name, maker, engine) {**  **this.name = name;**  **this.maker =  maker;**  **this.engine = engine;**  **}**  **}**    **let car1 = new Vehicle('GT', 'BMW', '1998cc');**    **console.log(car1.name);  //GT** |   **Array:**  An array is a special variable, which can hold more than one value:  Type1:  **const cars = ["Saab", "Volvo", "BMW"];**  **Type2:**  **const cars = []; cars[0]= "Saab"; cars[1]= "Volvo"; cars[2]= "BMW";**  **Type3:**  **const cars = new Array("Saab", "Volvo", "BMW");**  **Diffrence of Arraydeclaration by usin var and const**  Arrays declared with var can be initialized at any time.  You can even use the array before it is declared:  **cars = ["Saab", "Volvo", "BMW"]; var cars;**  The keyword const is a little misleading.  It does NOT define a constant array. It defines a constant reference to an array.  Because of this, we can still change the elements of a constant array.  Elements Can be Reassigned  You can change the elements of a constant array:  **Example**  **// You can create a constant array: const cars = ["Saab", "Volvo", "BMW"];  // You can change an element: cars[0] = "Toyota";  // You can add an element: cars.push("Audi");**  **Associative Arrays**  Many programming languages support arrays with named indexes.  Arrays with named indexes are called associative arrays (or hashes).  JavaScript does not support arrays with named indexes.  In JavaScript, arrays always use numbered indexes.  **The Difference Between Arrays and Objects**  In JavaScript, arrays use numbered indexes.  In JavaScript, objects use named indexes.  **How to Recognize an Array**  A common question is: How do I know if a variable is an array?  The problem is that the JavaScript operator **typeof** returns "object"  **Solutions:**  **const fruits = ["Banana", "Orange", "Apple"];**  **Array.isArray(fruits); //true**  **fruits instanceof Array; //true**  **Array Methods**   1. **concat()** 2. **copyWithin()** 3. **entries()** 4. **every()** 5. **fill()** 6. **filter()** 7. **find()** 8. **findIndex()** 9. **forEach()** 10. **includes()** 11. **indexOf()** 12. **join()** 13. **keys()** 14. **lastIndexOf()** 15. **length** 16. **map()** 17. **pop()** 18. **push()** 19. **reduce()** 20. **reduceRight()** 21. **reverse()** 22. **shift()** 23. **slice()** 24. **some()** 25. **sort()** 26. **splice()** 27. **toString()** 28. **unshift()** 29. **valueOf()** 30. **Array.concat() -** Returns a new array comprised of this array joined with other array(s) and/or value(s).   **Example:**  **let arr1 = [1, 2, 3];**  **let arr2 = [4, 5, 6];**  **let arr3 = arr1.concat(arr2);**  **console.log(arr3); // Output: [1, 2, 3, 4, 5, 6]**   1. **Array.copyWithin() -** Copies a sequence of array elements within the array.   **Example:**  **let arr = [1, 2, 3, 4, 5];**  **arr.copyWithin(2, 0);// 2 is target index and 0 is start index**  **console.log(arr); // Output: [1, 2, 1, 2, 3]**   1. **Array.entries() -** Returns a new Array Iterator object that contains the key/value pairs for each index in the array.   **Example:**  **let arr = ["a", "b", "c"];**  **let iterator = arr.entries();**  **console.log(iterator.next().value); // Output: [0, "a"]**   1. **Array.every() -** Checks if every element in an array pass a test.   **Example:**  **function isPositive(num) {**  **return num >= 0;**  **}**  **let arr = [1, 2, 3, 4, 5];**  **let result = arr.every(isPositive);**  **console.log(result); // Output: true**   1. **Array.fill() -** Fills all the elements of an array from a start index to an end index with a static value.   **Example:**  **let arr = [1, 2, 3, 4, 5];**  **arr.fill(0, 2, 4);**  **console.log(arr); // Output: [1, 2, 0, 0, 5]**   1. **Array.filter() -** Creates a new array with every element in an array that pass a test.   **Example:**  **function isEven(num) {**  **return num % 2 === 0;**  **}**  **let arr = [1, 2, 3, 4, 5];**  **let result = arr.filter(isEven);**  **console.log(result); // Output: [2, 4]**   1. **Array..ind() -** Returns the value of the first element in an array that pass a test.   **Example:**  **function isBigEnough(num) {**  **return num >= 10;**  **}**  **let arr = [12, 5, 8, 130, 44];**  **let result = arr.find(isBigEnough);**  **console.log(result); // Output: 12**   1. **Array.findIndex() -** Returns the index of the first element in an array that pass a test.   **Example:**  **function isBigEnough(num) {**  **return num >= 10;**  **}**  **let arr = [12, 5, 8, 130, 44];**  **let result = arr.findIndex(isBigEnough);**  **console.log(result); // Output: 0**   1. **Array..flat() -** Creates a new array with all sub-array elements concatenated into it recursively up to the specified depth.   **Example:**  **let arr = [1, 2, [3, 4, [5, 6]]];**  **let result = arr.flat(2);**  **console.log(result); // Output: [1, 2, 3, 4, 5, 6]**   1. **Array.flatMap() -** Maps each element using a mapping function, then flattens the result into a new array.   **Example:**  **let arr = [1, 2, 3, 4];**  **let result = arr.flatMap(x => [x \* 2]);**  **console.log(result); // Output: [2, 4, 6, 8]**   1. **Array.forEach() -** Calls a function for each element in the array.   **Example:**  **let arr = ["a", "b", "c"];**  **arr.forEach(function(element) {**  **console.log(element);**  **});**  **// Output:**  **// a**  **// b**  **// c**   1. **Array.includes() -** Checks if an array contains the specified element.   **Example:**  **let arr = [1, 2, 3];**  **let result = arr.includes(2);**  **console.log(result); // Output: true**   1. **Array.indexOf() -** Searches the array for the specified item, and returns its position.   **Example:**  **let arr = [1, 2, 3];**  **let result = arr.indexOf(2);**  **console.log(result); // Output: 1**   1. **Array.join() -** Joins all elements of an array into a string.   **Example:**  **let arr = [1, 2, 3];**  **let result = arr.join();**  **console.log(result); // Output: 1,2,3**   1. **Array.keys() -** Returns a new Array Iterator object that contains the keys for each index in the array.   **Example:**  **let arr = ["a", "b", "c"];**  **let iterator = arr.keys();**  **console.log(iterator.next().value); // Output: 0**   1. **Array.lastIndexOf() -** Searches the array for the specified item, starting at the end, and returns its position.   **Example:**  **let arr = [1, 2, 3, 2];**  **let result = arr.lastIndexOf(2);**  **console.log(result); // Output: 3**   1. **Array..map() -** Creates a new array with the results of calling a function for each array element.   **Example:**  **let arr = [1, 2, 3];**  **let result = arr.map(x => x \* 2);**  **console.log(result); // Output: [2, 4, 6]**   1. **Array.pop() -** Removes the last element of an array, and returns that element.   **Example:**  **let arr = [1, 2, 3];**  **let result = arr.pop();**  **console.log(arr); // Output: [1, 2]**   1. **Array.push() -** Adds one or more elements to the end of an array and returns the new length of the array.   **Example:**  **let arr = [1, 2, 3];**  **let result = arr.push(4);**  **console.log(result); // Output: 4**   1. **Array.reduce()** - Reduce the values of an array to a single value (going left-to-right).   **Example:**  **let arr = [1, 2, 3, 4];**  **let result = arr.reduce((acc, curr) => acc + curr);**  **console.log(result); // Output: 10**   1. **Array.reduceRight() -** Reduce the values of an array to a single value (going right-to-left).   **Example:**  **let arr = [1, 2, 3, 4];**  **let result = arr.reduceRight((acc, curr) => acc + curr);**  **console.log(result); // Output: 10**   1. **Array.reverse() -** Reverses the order of the elements in an array.   **Example:**  **let arr = [1, 2, 3];**  **let result = arr.reverse();**  **console.log(result); // Output: [3, 2, 1]**   1. **Array.shift() -** Removes the first element of an array, and returns that element.   **Example:**  **let arr = [1, 2, 3];**  **let result = arr.shift();**  **console.log(arr); // Output: [2, 3]**   1. **Array.slice() -** Selects a part of an array, and returns the new array.   **Example:**  **let arr = [1, 2, 3, 4, 5];**  **let result = arr.slice(2, 4);**  **console.log(result); // Output: [3, 4]**   1. **Array.some() -** Checks if any of the elements in an array pass a test.   **Example:**  **function isBigEnough(num) {**  **return num >= 10;**  **}**  **let arr = [12, 5, 8, 130, 44];**  **let result = arr.some(isBigEnough);**  **console.log(result); // Output: true**   1. **Array.sort() -** Sorts the elements of an array.   **Example:**  **let arr = [3, 1, 2];**  **let result = arr.sort();**  **console.log(result); // Output: [1, 2, 3]**   1. **Array..splice() -** Adds/Removes elements from an array.   **Example:**  **let arr = [1, 2, 3, 4, 5];**  **let result = arr.splice(2, 2);**  **console.log(result); // Output: [3, 4]**   1. **Array.toString() -** Converts an array to a string, and returns the result.   **Example:**  **let arr = [1, 2, 3];**  **let result = arr.toString();**  **console.log(result); // Output: 1,2,3**  **String Methods:** |

**1. charAt()**

**2. charCodeAt()**

**3. concat()**

**4. indexOf()**

**5. lastIndexOf()**

**6. match()**

**7. replace()**

**8. search()**

**9. slice()**

**10. split()**

**11. substr()**

**12. substring()**

**13. toLowerCase()**

**14. toUpperCase()**

**15. trim()**

**16. startsWith()**

**17. endsWith()**

**18. includes()**

**19. repeat()**

**20. toLocaleLowerCase()**

**21. toLocaleUpperCase()**

**22. localeCompare()**

**23. normalize()**

**24. padEnd()**

**25. padStart()**

**26. trimLeft()**

**27. trimRight()**

**28. valueOf()**

**1. charAt() :** The charAt() method returns the character at the specified index in a string.

**Syntax:**

**string.charAt(index)**

**Example:**

**const str = 'JavaScript';**

**console.log(str.charAt(0));**

**Output: 'J'**

**2. charCodeAt() :**The charCodeAt() method returns the Unicode of the character at the specified index in a string.

**Syntax:**

**string.charCodeAt(index)**

**Example:**

**const str = 'JavaScript';**

**console.log(str.charCodeAt(0));**

**Output: 74**

**3. concat() :**The concat() method is used to join two or more strings.

**Syntax:**

**string.concat(string2, string3, ..., stringN)**

**Example:**

**const str1 = 'Hello';**

**const str2 = 'World';**

**console.log(str1.concat(' ', str2));**

**Output: 'Hello World'**

**4. indexOf() :**The indexOf() method returns the position of the first occurrence of a specified value in a string.

**Syntax:**

**string.indexOf(searchValue, start)**

**Example:**

**const str = 'Hello World';**

**console.log(str.indexOf('World'));**

**Output: 6**

**5. lastIndexOf() :**The lastIndexOf() method returns the position of the last occurrence of a specified value in a string.

**Syntax:**

**string.lastIndexOf(searchValue, start)**

**Example:**

**const str = 'Hello World, Hello World';**

**console.log(str.lastIndexOf('World'));**

**Output: 14**

**6. match() :**The match() method searches a string for a match against a regular expression, and returns the matches, as an Array object.

**Syntax:**

**string.match(regexp)**

**Example:**

**const str = 'Hello World';**

**console.log(str.match(/Hello/));**

**Output: [ 'Hello' ]**

**7. replace() :**The replace() method searches a string for a specified value, or a regular expression, and returns a new string where the specified values are replaced.

**Syntax:**

**string.replace(searchValue, newValue)**

**Example:**

**const str = 'Hello World';**

**console.log(str.replace('Hello', 'Hi'));**

**Output: 'Hi World'**

**8. search() :**The search() method searches a string for a specified value, and returns the position of the match.

**Syntax:**

**string.search(regexp)**

**Example:**

**const str = 'Hello World';**

**console.log(str.search('World'));**

**Output: 6**

**9. slice() :**The slice() method extracts a part of a string and returns the extracted part in a new string.

**Syntax:**

**string.slice(start, end)**

**Example:**

**const str = 'Hello World';**

**console.log(str.slice(6, 11));**

**Output: 'World'**

**10. split() :**The split() method splits a String object into an array of strings by separating the string into substrings.

**Syntax:**

**string.split(separator, limit)**

**Example:**

**const str = 'Hello World';**

**console.log(str.split(' '));**

**Output: [ 'Hello', 'World' ]**

**11. substr() :**The substr() method returns the characters in a string beginning at the specified location through the specified number of characters.

**Syntax:**

**string.substr(start, length)**

**Example:**

**const str = 'Hello World';**

**console.log(str.substr(6, 5));**

**Output: 'World'**

**12. substring() :**The substring() method returns the characters in a string between two specified indices.

**Syntax:**

**string.substring(start, end)**

**Example:**

**const str = 'Hello World';**

**console.log(str.substring(6, 11));**

**Output: 'World'**

**13. toLowerCase() :**The toLowerCase() method converts a string to lowercase letters.

**Syntax:**

**string.toLowerCase()**

**Example:**

**const str = 'Hello World';**

**console.log(str.toLowerCase());**

**Output: 'hello world'**

**14. toUpperCase() :**The toUpperCase() method converts a string to uppercase letters.

**Syntax:**

**string.toUpperCase()**

**Example:**

**const str = 'Hello World';**

**console.log(str.toUpperCase());**

**Output: 'HELLO WORLD'**

**15. trim() :**The trim() method removes whitespace from both ends of a string.

**Syntax:**

**string.trim()**

**Example:**

**const str = ' Hello World ';**

**console.log(str.trim());**

**Output: 'Hello World'**

**16. startsWith() :**The startsWith() method determines whether a string begins with the characters of a specified string.

**Syntax:**

**string.startsWith(searchString, position)**

**Example:**

**const str = 'Hello World';**

**console.log(str.startsWith('Hello'));**

**Output: true**

**17. endsWith() :**The endsWith() method determines whether a string ends with the characters of a specified string.

**Syntax:**

**string.endsWith(searchString, length)**

**Example:**

**const str = 'Hello World';**

**console.log(str.endsWith('World'));**

**Output: true**

**18. includes() :**The includes() method determines whether a string contains the characters of a specified string.

**Syntax:**

**string.includes(searchString, position)**

**Example:**

**const str = 'Hello World';**

**console.log(str.includes('llo'));**

**Output: true**

**19. repeat() :**The repeat() method returns a new string with a specified number of copies of the string it was called on.

**Syntax:**

**string.repeat(count)**

**Example:**

**const str = 'Hello ';**

**console.log(str.repeat(3));**

**Output: 'Hello Hello Hello '**

**20. toLocaleLowerCase() :**The toLocaleLowerCase() method returns the value of the string converted to lower case according to any locale-specific case mappings.

**Syntax:**

**string.toLocaleLowerCase(locale)**

**Example:**

**const str = 'Hello World';**

**console.log(str.toLocaleLowerCase());**

**Output: 'hello world'**

**21. toLocaleUpperCase() :**The toLocaleUpperCase() method returns the value of the string converted to upper case according to any locale-specific case mappings.

**Syntax:**

**string.toLocaleUpperCase(locale)**

**Example:**

**const str = 'Hello World';**

**console.log(str.toLocaleUpperCase());**

**Output: 'HELLO WORLD'**

**22. localeCompare() :**The localeCompare() method returns a number indicating whether a reference string comes before or after or is the same as the given string in sort order.

**Syntax:**

**string.localeCompare(compareString, locale)**

**Example:**

**const str1 = 'a';**

**const str2 = 'b';**

**console.log(str1.localeCompare(str2));**

**Output: -1**

**23. normalize() :**The normalize() method returns the Unicode Normalization Form of a given string.

**Syntax:**

**string.normalize(form)**

**Example:**

**const str = '\u01c4';**

**console.log(str.normalize('NFC'));**

**Output: 'Ǆ'**

**24. padEnd() :**The padEnd() method pads the current string with a given string (repeated, if needed) so that the resulting string reaches a given length.

**Syntax:**

**string.padEnd(targetLength, padString)**

**Example:**

**const str = 'Hello';**

**console.log(str.padEnd(10, ' World'));**

**Output: 'Hello World'**

**25. padStart() :**The padStart() method pads the current string with a given string (repeated, if needed) so that the resulting string reaches a given length.

**Syntax:**

**string.padStart(targetLength, padString)**

**Example:**

**const str = 'World';**

**console.log(str.padStart(10, 'Hello '))**

**Output: 'Hello World'**

**26. trimLeft() :**The trimLeft() method removes whitespace from the left end of a string.

**Syntax:**

**string.trimLeft()**

**Example:**

**const str = ' Hello World ';**

**console.log(str.trimLeft());**

**Output: 'Hello World '**

**27. trimRight() :**The trimRight() method removes whitespace from the right end of a string**.**

**Syntax:**

**string.trimRight()**

**Example:**

**const str = ' Hello World ';**

**console.log(str.trimRight());**

**Output: ' Hello World'**

**28. valueOf() :**The valueOf() method returns the primitive value of a String object.

**Syntax:**

**string.valueOf()**

**Example:**

**const str = 'Hello World';**

**console.log(str.valueOf());**

**Output: 'Hello World'**

**Math Methods:**

Math Methods in JavaScript are pre-defined methods which allow us to perform mathematical operations and calculations. Some of the most commonly used Math methods in JavaScript are:

**1. Math.abs() :** This method returns the absolute value of a number.

**Example:**

**let number = -5;**

**console.log(Math.abs(number));**

**Output: 5**

**2. Math.ceil() :** This method returns the smallest integer greater than or equal to a given number.

**Example:**

**let number = 5.4;**

**console.log(Math.ceil(number));**

**Output: 6**

**3. Math.floor() :** This method returns the largest integer less than or equal to a given number.

**Example:**

**let number = 5.4;**

**console.log(Math.floor(number));**

**Output: 5**

**4. Math.max()** : This method returns the largest of zero or more numbers.

**Example:**

**let numbers = [5, 10, 20, -1];**

**console.log(Math.max(...numbers));**

**Output: 20**

**5. Math.min() :** This method returns the smallest of zero or more numbers.

**Example:**

**let numbers = [5, 10, 20, -1];**

**console.log(Math.min(...numbers));**

**Output: -1**

**6. Math.random() :** This method returns a random number between 0 (inclusive) and 1 (exclusive).

**Example:**

**console.log(Math.random());**

**Output: 0.6336849379852232**

**7. Math.round() :** This method rounds a number to the nearest integer.

**Example:**

**let number = 5.4;**

**console.log(Math.round(number));**

**Output: 5**

**8. Math.sqrt() :** This method returns the square root of a number.

**Example:**

**let number = 25;**

**console.log(Math.sqrt(number));**

**Output: 5**

**9. Math.pow() :** This method returns the value of a number raised to a given power.

**Example:**

**let number = 5;**

**let power = 3;**

**console.log(Math.pow(number, power));**

**Output: 125**

**10. Math.trunc() :** This method removes the fractional part of a number and returns the integer part.

**Example:**

**let number = 5.4;**

**console.log(Math.trunc(number));**

**Output: 5**

**11. Math.imul()** is a built-in function in JavaScript used to return the result of a 32-bit integer multiplication. It is used to calculate the product of two 32-bit integers.

**Example 1:**

**let x = 5;**

**let y = 4;**

**let z = Math.imul(x, y);**

**console.log(z);**

**Output:20**

**Date Methods:**

**1. getDate() :**Returns the day of the month (1-31)

**Example:**

**let d = new Date();**

**let n = d.getDate();**

**console.log(n);**

**Output: 12**

**2. getDay():** Returns the day of the week (0-6)

**Example:**

**let d = new Date();**

**let n = d.getDay();**

**console.log(n);**

**Output: 5**

**3. getFullYear():** Returns the year (4 digits)

**Example:**

**let d = new Date();**

**let n = d.getFullYear();**

**console.log(n);**

**Output: 2020**

**4. getMonth():** Returns the month (0-11)

**Example:**

**let d = new Date();**

**let n = d.getMonth();**

**console.log(n);**

**Output: 7**

**5. getTime():**Returns the time for the date as the number of milliseconds since January 1, 1970

**Example:**

**let d = new Date();**

**let n = d.getTime();**

**console.log(n);**

**Output: 1597118080577**

**6. getHours():** Returns the hour (0-23)

**Example:**

**let d = new Date();**

**let n = d.getHours();**

**console.log(n);**

**Output: 16**

**7. getMinutes():**Returns the minute (0-59)

**Example:**

**let d = new Date();**

**let n = d.getMinutes();**

**console.log(n);**

**Output: 31**

**8. getSeconds():** Returns the second (0-59)

**Example:**

**let d = new Date();**

**let n = d.getSeconds();**

**console.log(n);**

**Output: 6**

**9. toDateString():** Returns the date portion of a Date object as a human-readable string

**Example:**

**let d = new Date();**

**let n = d.toDateString();**

**console.log(n);**

**Output: Sun Aug 16 2020**

**10. toTimeString():**  Returns the time portion of a Date object as a human-readable string

**Example:**

**let d = new Date();**

**let n = d.toTimeString();**

**console.log(n);**

**Output: 19:18:58 GMT+0100 (British Summer Time)**

**The bind(), call(), and apply()** methods are used to bind the this value of a function to the first argument of the methods.

**The bind()** method creates a new function that, when called, has its this keyword set to the provided value, with a given sequence of arguments preceding any provided when the new function is called.

**The call()** method calls a function with a given this value and arguments provided individually.

**The apply()** method calls a function with a given this value and arguments provided as an array.

The difference between bind(), call(), and apply() is that bind() creates a new function, call() calls the function and apply() calls the function with an array of arguments.

**Promises:**

Promises are used to handle asynchronous operations in JavaScript. They are easy to manage when dealing with multiple asynchronous operations where callbacks can create callback hell leading to unmanageable code.

The await operator is used to wait for a Promise. It can only be used inside an async function.

**Memory allocation in JavaScript:**

**1) Heap memory:** Data stored randomly and memory allocated.
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**2) Stack memory:** Memory allocated in the form of stacks. Mainly used for functions.
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**Function call stack:** The function stack is a function which keeps track of all other functions executed in run time. Ever seen a stack trace being printed when you ran into an error in JavaScript. That is nothing but a snapshot of the function stack at that point when the error occurred.

Example:

* Javascript

|  |
| --- |
| function LevelTwo() {     console.log("Inside Level Two!")  }    function LevelOne() {     LevelTwo()  }    function main() {     LevelOne()  }    main() |
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Order at which functions get executed i.e get popped out of the stack after a function’s purpose gets over as shown below:
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**Event loop:**An event loop is something that pulls stuff out of the queue and places it onto the function execution stack whenever the function stack becomes empty.
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The event loop is the secret by which JavaScript gives us an illusion of being multithreaded even though it is single-threaded. The below illusion demonstrates the functioning of event loop well:
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Here the callback function in the event queue has not yet run and is waiting for its time into the stack when the SetTimeOut() is being executed and the Web API is making the mentioned wait. When the function stack becomes empty, the function gets loaded onto the stack as shown below:
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That is where the event loop comes into picture, it takes the first event from the Event Queue and places it onto the stack i.e in this case the callback function. From here, this function executes calling other functions inside it, if any.

![](data:image/png;base64,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)

This cycle is called the **event loop** and this how JavaScript manages its events.